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Chapter 1: Introduction 

E-mail is an important method of communication for almost every business.  It is used in sales for 

order confirmations, delivery notifications and invoicing.  It is used in purchasing to send purchase 

orders and remittance advice notifications.  It is used for sending newsletters to customers, contracts 

to suppliers, and many kinds of employee correspondence.  E-mail is used widely in marketing, for 

event and webinar invitations, to drive website traffic and lead generation.  The public sector use e-

mail for citizen communication. Banks and Financial Institutions use e-mail to notify customers of 

rate changes, account statements, quotations and renewal notices.  Internally within organisations, 

notifications of work to be completed, or notifications that work has been completed, are often 

essential to the smooth running of key business processes.  E-mail is used for travel documentation; 

ticket booking; parking receipts; the list goes on and on. 

SAP core systems have long had the capability to create and send e-mail.  However, in general the 

type of e-mail generated is either a plain-text notification, or a simple e-mail with a PDF attachment.  

The output design technologies (SAPScript, SMARTFORMS and SAP Interactive Forms) were 

designed primarily for printed output, and are not capable of rendering e-mail content.  Instead, a 

PDF document is created and sent as an attachment to a fairly basic e-mail.  This approach has some 

issues: PDF rendering can be CPU-intensive, and PDF document sizes can be large.  PDF attachments 

can clog up message servers or get rejected by firewall rules. 

 

Typical SAP e-mail without formatting 

As e-mail recipients, we expect a level of user experience well beyond the type of static, plain e-mail 

normally generated from SAP.  We expect e-mails with rich content; colours, pictures and logos; with 

corporate branding; with all the detail we require displayed concisely and elegantly, and most 
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importantly, we expect details of the business transaction within the body of the e-mail rather than 

in a separate attachment. 

In 2014 we challenged ourselves at Arch to build a better way to generate SAP e-mails that could be 

used in many different scenarios and produce e-mails that looked great on any device, through any 

browser.  This means working with HTML e-mail content, and dynamically building content at run-

time.  We launched Floe in 2015 as a low-cost development tool for exactly this purpose. 

 

It turned out that Floe is only half of the solution: Anyone designing more graphical HTML e-mail 

content soon discovers that: 

i) You cannot use many common HTML approaches like CSS and scripting, and so a 

particular approach for HTML e-mail design is required. 

ii) Different e-mail clients interpret HTML e-mail content in different ways, and there are 

many different tips and tricks required to create content that looks fantastic on all the 

different e-mail clients. [The biggest culprit is Microsoft Outlook, and the biggest 

challenge is designing for Microsoft Outlook!] 

This ebook is not a Floe brochure or a Floe configuration guide. (These can be found on the Arch 

website and Arch support site respectively.)  Nor is this book intended to be a tutorial for building 

HTML e-mails. 

The purpose of this ebook is two-fold:  First to introduce Floe functionality and the recommended 

approach and techniques to produce best results from the product.  And second, to bring together 

recommendations and guidelines for designing beautiful e-mail content for any device.  This ebook 

should be an invaluable reference guide for any developer tasked with the creation of better e-mails 

from SAP.  
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Chapter 2: Introducing Floe 

 

Floe is an add-in for SAP which provides the functionality to manage HTML e-mail templates, render 

e-mails dynamically based on SAP data and business logic, and distribute those e-mails using the 

SAP Business Communication Service (BCS).    Floe is a developer tool and in most scenarios it is 

invoked by a function module call that is embedded within custom programs.  In this way Floe can 

be used for any SAP e-mail communication, and can be incorporated into existing business 

processes easily. 

 

Example sales order confirmation e-mail showing nested, repeating sections 
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At design-time, Floe is a ‘SAP module’, accessed through the SAP Implementation Guide (IMG), that 

enables the configuration of e-mail types and associated configuration using HTML e-mail templates 

or template fragments (‘blocks’).  Business logic can be added through customer exits for the 

derivation of data, fragments, attachments, images and recipients.   

E-mail templates can include repeating sections or rows to include table-based information.  Floe 

also supports nested repeating sections in order to support document output such as sales order 

item schedule lines. 

When SAP document output is converted from PDF to HTML e-mail, the resulting e-mail is greatly 

reduced in size, which can provide a range of related benefits in terms of performance, database size 

and mail server processing. 

Floe has functionality for e-mail recipient list management and mass e-mail processing, whereby an 

e-mail can be sent to a large number of recipients.  A crucial difference between Floe and third-party 

e-mail tools (such as Mailchimp) is the degree of tailoring possible:  Third-party tools are capable of 

personalisation through simple variable substitution, but Floe adds a greater level of sophistication.   

With Floe you can alter the e-mail content based on business logic: For example, you could include 

or exclude sections of the e-mail based on recipient preferences or other data within SAP like 

supplier country, customer group, personnel area, etc.  A single e-mail template may be used to 

create many different e-mails, with different e-mail content such as paragraphs, links, images and 

attachments, based on each recipient. 

 

Floe can be triggered from a variety of SAP processes 
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Floe could be used by every single SAP customer to improve every single e-mail generated by the 

SAP system.  Apart from simple ABAP® skills, the only other required skill is HTML.  Since there are 

no separate CSS or JavasScript components, the level of HTML skill required to build e-mail output is 

much lower than the skills required to build websites. 
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Chapter 3: Design Approach 

A different design approach is required based on the business scenario the e-mail will support, 

because different scenarios are likely to require different levels of corporate branding, or need to be 

designed for more devices/e-mail clients, or include more graphical elements. 

Internal notifications 

Internal notifications are likely to be less reliant on graphics, and in general will not be viewed 

outside the enterprise, so a more simple e-mail template is more appropriate.  Simpler templates are 

much easier to maintain, and so you should take the opportunity to keep the design simple where 

possible. 

 

Simple SAP notification e-mail  
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External notifications & SAP document output 

Where the e-mail is designed for external consumption, or where it contains a lot of SAP data, then a 

more complex template will be required, with more graphical elements, requirements to align 

content horizontally and vertically, and be supported on a wide range of e-mail clients. This type of 

requirement may be met using template fragments that are combined at run-time. 

External notification driven by SAP document output  
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Mass Correspondence 

For mass correspondence scenarios the approach will depend on the degree of personalisation 

required.  Where the same e-mail body content is sent to all recipients with simple variable 

substitution, then a single template can be used.  This is likely to have some complexity but be 

presented in discrete sections, which are easy to maintain and replicate.  In scenarios where the 

content is highly personalised, the template will be designed in fragments in order for logic to be 

added to include or exclude a fragment dynamically. 

 

Mass correspondence with little personalisation: single template 
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Blueprinting 

When blueprinting the e-mail, you should consider the messaging, the styling and the technical 

design. 

 

Design approach: Messaging, Styling and Technical Design 

Messaging 

When designing the e-mail firstly consider the content of the messaging.   Is the e-mail for internal 

employees; for business partners; for customers; for prospects?  Is there some marketing content to 

be added, and will this content be static or change over time? 

What is the purpose of the e-mail?  Is it a ‘call to action’ to register for an event, to drive website 

traffic, to take advantage of a sales promotion, to renew a service?  Or is it an instruction for an 

employee to conduct one or more tasks, to approve a request or resubmit a form?  Or is the e-mail a 

notification that a service has happened or will happen, with no action required by the recipient? 

Where action is required by the recipient we need to ensure that the action is clear, and not lost 

within a large e-mail.  For notifications, we need to include content pertinent for the recipient and 

exclude everything else: The e-mail needs to be concise and precise. 
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Consider the degree of personalisation required: Typically we know who the e-mail is being sent to 

so that we add the recipient’s name easily.  But is there other content that can or should be tailored, 

or included/excluded based on the recipient.  What business rules should determine this? 

Are you expecting the recipient to be able to reply to the e-mail?  Consider where the e-mail is sent 

from, and whether/how the inbox of the sender is monitored. 

Styling 

Separately from the messaging of the e-mail content, consider the styling.  Do you have internal 

communication and branding standards to follow?  Do you have a colour palette that should be 

used and logos to be included?    

In general, styling decisions will not be specific to a single e-mail, and so whatever style you select 

for the first e-mail is likely to be used for subsequent e-mail templates: You should arrive at your 

final design purposefully, not by accident. 

Note that in many circumstances, the font you use will be over-ridden by default device fonts or e-

mail client settings made by the recipient, so don’t get too hung up about replicating corporate 

fonts, as the time may be largely wasted. 

Design your e-mail so that the most important content appears near the top of the e-mail so that it 

is visible immediately when opened by a recipient.  

Technical Design 

Once the message and styling requirements are defined, you can focus on the technical design.  As 

part of the technical design you should consider: 

i) How to design the HTML tables and fragments: 

a. How many columns are required in order to align different sections of the body; 

b. How many sections will make up the e-mail; 

c. Whether any sections are replicated in other e-mails templates; 

d. Whether any sections need to repeat. 

ii) How images are going to be included (where the images will be stored). 

iii) Whether any attachments will be included with the e-mail, and where those attachments 

will be stored (or how they will be generated). 



 

14 

 

iv) What data from SAP is going to be included within the e-mail body and subject: define 

variables for each discrete piece of data. 

v) Whether any formatting logic is required to SAP raw data (such as currencies and dates) 

before substitution. 

vi) Whether any SAP logic is required to determine any e-mail content. 
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Chapter 4: Coding HTML E-mails 

Every e-mail tool converts the HTML content in different ways, and so there can be a big difference 

in results.  The challenge is to build an e-mail template that is maintainable and offers a wide range 

of support to the most commonly used e-mail tools. 

Check-out pre-built templates from Mailchimp and/or Campaign Monitor  

Mailchimp and Campaign Monitor are cloud-based solutions for mass e-mailing, and they both offer 

a number of free templates on which to build your own designs.  The templates offered by these 

companies are designed for a wide range of e-mail clients, and so they are a great starting place: 

You can sign-up for free, download a template and then add your own content.  

E-mail design differs from web page design 

E-mail design using HTML relies on HTML tables and inline CSS.  In general the e-mail should be 

narrower: 600px has become a standard, and this restricts the number of columns & horizontal 

space available. In general, e-mails which can wrap and look good in a very narrow window must be 

very simple, with few images. 

<body> 

  <table width="100%" cellpadding="0" cellspacing="0" bgcolor="e4e4e4"> 

    <tr> 

      <td> 

        <table id="header_table" cellpadding="20" cellspacing="0" width="600" 

align="center"> 

        </table> 

        <table id="main_table" cellpadding="0" cellspacing="15" bgcolor="ffffff" 

width="600" align="center"> 

    <tr> 

      <td> 

  <table id="header" cellpadding="10" cellspacing="0" align="center"> 

    <tr> 

      <td width="570" bgcolor="7aa7e9"><h1>Newsletter</h1></td> 

    </tr> 

  </table> 

      </td> 

    </tr> 

    <tr> 

      <td><p> More content here.</p></td> 

    </tr> 

  </table> 

  <table id="bottom_table" cellpadding="20" cellspacing="0" width="600" 

align="center"> 

  </table> 

      </tr> 

    </td> 

  </table> 

</body> 
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Design for Outlook first 

Since many of the restrictions result from the Microsoft Outlook rendering engine, I find it better to 

design for Outlook first, and then test on other devices and clients, adding in styling for the other e-

mail tools that Outlook will ignore.  It’s an iterative process unless you are using a pre-delivered 

template. 

Scaling for smaller devices 

Use @media definitions to add responsive capability to the e-mail design. 

For example, in the following code snippet, you would need to assign the class ‘maintable’ to the 

highest-level table in the e-mail output. 

 

<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional//EN" 

"http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd"> 

<html xmlns="http://www.w3.org/1999/xhtml"> 

  <head> 

    <meta charset="UTF-8"> 

    <meta name="viewport" content="width=device-width, initial-scale=1.0"> 

    <meta http-equiv="X-UA-Compatible" content="IE=edge"> 

    <title> 

      Sample e-mail template 

    </title> 

    <style type="text/css"> 

       

      /* MOBILE STYLES */ 

      @media only screen{ 

        /* If media queries are supported, make all images fluid. */ 

        img{ 

          width:100%; 

        } 

      } 

       

      @media only screen and (max-width:480px){ 

        /* Force iOS Mail to render the email at full width. */ 

        body{ 

          width:100% !important; 

          min-width:100% !important; 

        } 

          

        /* Set width of maintable */ 

   .maintable{ 

           Clear: both; 

           width:95% !important; 

           font-size:14px !important; 

    } 

         

      } 

    </style> 

  </head> 
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Defining HTML tables 

Once you have a conceptual design, you will be able to define the entire e-mail content as a series of 

tables.  Simple notifications may only require 2 columns for most of the content, and complex 

document output may require over 10 columns. 

Typically, a container table is used to store the entire e-mail body, and then nested tables are used 

to store the various sections of the e-mail. Sometimes better results can be achieved by setting the 

container table width to 98% or 95%. 

   

<body> 

    <center> 

      <table align="center" border="0" cellpadding="0" cellspacing="0" 

height="600px" width="100%" id="maintable"> 

        <tr> 

          <td align="center" valign="top">          

            <table align="center" border="0" cellspacing="0" cellpadding="0" 

width="100%" id="header_section"> 

              ... 

            <table align="center" border="0" cellspacing="0" cellpadding="0" 

width="100%" id="body_section"> 

              ...      

            <table align="center" border="0" cellspacing="0" cellpadding="0" 

width="100%" id="footer_section"> 

              ...      

          </td> 

        </tr> 

      </table> 

    </center> 

</body> 

 

In this example, the e-mail is split into 3 sections, header_section, body_section and footer_section.  

The body section would be split into further tables to closely control the content.  This is to support:  

i) Horizontal and vertical positioning; 

ii) Content that can change position on smaller devices. 

Lists 

Use tables for lists, to have better control of the text wrapping and alignment.  In general, for any 

important positioning of content it is better to use a nested table instead of using CSS properties 

‘margin’ or ‘padding’, since these are interpreted differently by different e-mail tools. 

 

 



 

18 

 

 

<table cellpadding="2" cellspacing="2" border="0">  

 <tr>  

  <td valign="top">1.</td>  

  <td>The first item in my list.</td>  

 </tr>  

 <tr>  

  <td valign="top">2.</td>  

  <td>The second item in my list.</td>  

 </tr>  

</table> 

 

Formatting tables: common controls 

cellpadding 

On the <table> tag define the space between the cell wall and the content 

using cellpadding (not ‘padding’). 

The ‘padding’ property will work in an individual <td> but not the ‘margin’ 

property. 

cellspacing On the <table> tag define the space between the cells using cellspacing. 

border 
In general the border should be hidden 

border="0" 

align Use to align cell content to ‘left’, ‘right’ or ‘center’. 

valign Use to align cell content to ‘top’, ‘middle’ or ‘bottom’. 

border-collapse 

This is required to remove a white border added by Outlook if you are 

using a background colour.  It can be set in the styles declaration or inline: 

<style type="text/css"> 

 table{border-collapse:collapse;} 

</style>  

Or 

<td style="border-collapse: collapse;">... </td>  

width 

In general work with percentages, unless the design forces you to use 

absolute widths.  It is recommended to define widths within the individual 

table cell on the top row of the table. 

colspan 
Use to span content over table columns within a row. 

<td colspan="2" </td> 

line-height 

Set rows to a particular height using line-height with mso-line-height-rule, 

since otherwise Outlook ignores the ‘line-height’ property: 

<td style="mso-line-height-rule:exactly; line-height:50px;"> 

Note that Outlook sets a 2-pixel minimum height for table rows. 
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Text boundaries in Outlook 

Some versions of Outlook automatically add in breaks in the content for long tables.  If this causes 

an issue then split up the design into more, smaller tables. 

Removing unwanted gaps between tables in Outlook 

Sometimes Outlook will add in gaps between tables, and the following example (reproduced from 

Email on Acid) shows how this can be overcome using mso-table-lspace and mso-table-rspace.  This 

issue occurs when you are using left/right align in your table. 

 

<style type="text/css">  

 table {border-collapse: collapse;}  

</style>  

<table border="0" width="600" cellspacing="0" cellpadding="0">  

 <tr>  

  <td>  

   <table align="left" width="198" border="0" cellpadding="0" 

cellspacing="0" style="border:1px solid #00CC99">  

    <tr>  

     <td bgcolor="#00CC99"><p style="mso-table-

lspace:0;mso-table-rspace:0;">Content in 1</p></td>  

    </tr>  

    <tr>  

     <td bgcolor="#00CC99">Content in 1</td>  

    </tr>  

   </table>  

   <table align="left" width="198" border="0" cellpadding="0" 

cellspacing="0" style="border:1px solid #33FFFF">  

    <tr>  

     <td bgcolor="#33FFFF"><p style="mso-table-

lspace:0;mso-table-rspace:0;">Content in 2</p></td>  

    </tr>  

    <tr>  

     <td bgcolor="#33FFFF">Content in 2</td>  

    </tr>  

   </table>  

   <table align="left" width="198" border="0" cellpadding="0" 

cellspacing="0" style="border:1px solid #993366">  

    <tr>  

     <td bgcolor="#993366"><p style="mso-table-

lspace:0;mso-table-rspace:0;">Content in 3</p></td>  

    </tr>  

    <tr>  

     <td bgcolor="#993366">Content in 3</td>  

    </tr>  

   </table>  

  </td>  

 </tr>  

</table> 
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Changing the table properties for Outlook and Internet Explorer 

Where table properties seem to work for Outlook and nothing else, or vice versa, you can add logic 

to define the table properties based on the e-mail viewer. 

 

<!--[if (mso)|(IE)]> 

<table class="main" style="width:90%; " border="0" cellspacing="0" 

cellpadding="10" 

align="center"> 

<!--<![endif]--> 

<!--[if (!mso)&(!IE)]><!--> 

<table class="main" style="width:90%; " border="0" cellspacing="0" 

cellpadding="0" align="center"> 

<!--<![endif]--> 

 

Similarly, you can add styling specifically for Outlook: 

 

<!--[if gte mso 9]> 

    <style type="text/css"> 

    /* Your Outlook-specific CSS goes here. */ 

    </style> 

<![endif]--> 
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Adding text styling with inline CSS 

Once the (nested) table layout is in place, styling is added to text using inline styling.  This includes 

properties such as font types, sizes, weights, font colours and background colours. This is a repetitive 

task, since every element needs to have individual style definitions.  Since styles are not defined 

globally there is little benefit of using <h1>, <h2> and <div> definitions; instead, you can use <p> 

tags throughout.   

 

<p style="font-family:'Segoe UI',Helvetica,sans-serif;width:100%;color:#545454; 

font-weight:bold;font-size:14px;">Incident link:</p> 

 

For clarity: you cannot specify styles in the <head> section, and you cannot reference external 

stylesheets.  Outlook does not support any inheritance, and so you have to define the styles at the 

lowest level; the individual HTML element. 

CSS shorthand is also not supported, and so for example: 

 

<p style="font: 12px Arial, Helvetica; color:#FFF;">Company:</p> 

 

Needs to be changed to: 

 

<p style="font-family: Arial, Helvetica; font-size:12px; 

color:#FFFFFF">Company:</p> 

 

You should avoid using <div> because of various e-mail tool support issues, instead use html tables 

to set padding etc.  Outlook will often convert div and heading tags to paragraphs. 

Styling can be set on a <span> element.  

If you already have designed e-mail content with embedded CSS and you need to convert it to inline 

CSS, then check out http://premailer.dialect.ca/.  This is an on-line tool for this automatic conversion. 

 

 

 

 

http://premailer.dialect.ca/
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Working with images 

There are a few simple guidelines to follow when working with images: 

 Web server.  Rather than embedding images, it is best practice is to store the image on a web 

server, in a directory where it won’t be deleted. 

 File type.  The file type of each image should be .jpg or .gif because some e-mail clients do 

not support .png images. 

 Alternate text. Specify an ‘alt’ attribute for each image, since many e-mail clients do not show 

the images by default, but will display the text defined in the ‘alt’ property instead.  For the 

same reason, images should not contain important text, because many recipients may not 

elect to view the images.  As a general rule, images should include graphical content only. 

 Height and width.   

o Always define the height and width attributes for every image, in order to maintain 

the e-mail layout when the images are turned off, and improve results in some e-mail 

clients.   

o All graphics should be saved with the correct dimensions, as stretched images (where 

the height and width defined in the HTML does not match the image properties) may 

not render correctly.    

o Set the cell height and width to match the height and width of the image for better 

results in Outlook. 

 

<td width="600" height="80">  

<img width="600" height="80" 

  src="http://www.mywebsite.com/images/my_image.jpg" />  

</td> 

 

 Header images.  Don’t put large images at the top of the e-mail as this will mean that the 

email text content will not be seen when the e-mail is in a preview pane. Restrict the height 

of images at the top of the e-mail. 

 Display:block.  Use the display:block property in your embedded CSS.  This removes 

unwanted spacing in some e-mail clients. 

 

<style type="text/css">  

     table {border-collapse: collapse;}  

     img {display:block;}  

</style> 
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 Closing table cells.  Do not close a <td> cell immediately below the <img> tag as this can 

add unwanted spacing.  Instead put the </td> immediately after the <img> tag on the same 

line. 

 Margin/padding.  Do not use margin or padding properties within the <img> tag as this is 

not supported by Outlook.  Instead, control this in the table cell. 

 Float tags.  Avoid ‘float’ tags.  Instead, use ‘align’. 

 

<img width="600" height="80" align="right" 

 src="http://www.mywebsite.com/images/my_image.jpg" />  

 

 Large images.  Avoid images of height greater then 1728px, as these will get cropped in 

Outlook. 

 Background images.  Avoid background images if you can, as these are very complicated to 

get working in Outlook, and troublesome in other e-mail clients. 
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Miscellaneous other guidelines 

Links 

 If you want a different colour than the default, you can use a <span> around the link text. 

 

<p style="color:#000000"> 

   <a href="link" target="_blank">  

      <span style="color:#000000">link</span> 

   </a> 

</p> 

 

 Alternatively you can embed CSS to style links: 

 

<style type="text/css"> 

 a.archLink{  

   font-family:Segoe UI; color:#4F81BD;   

 }   

<style> 

 

 Add target=”_blank” to each <a> tag so that links are opened in a new window for recipients 

using web mail. 

Background colours 

 If you need to set a background colour, do this in the table cell properties with the ‘bgcolor’ 

attribute. 

DOCTYPE 

 Adding a DOCTYPE definition seems to make little difference in most scenarios.  However, 

Campaign Monitor recommends the following: 

 

<!DOCTYPE html PUBLIC "-//W3C//DTD XHTML 1.0 Transitional //EN" 

 "http://www.w3.org/TR/xhtml1/DTD/xhtml1-transitional.dtd"> 

 

JavaScript 

 Do not use any JavaScript as in most cases it will not work. 
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Text wrapping 

 Where a block of text contains no spaces it does not wrap properly in Outlook.  To enforce 

the wrap within the width of the cell, add: 

 

<td style="word-break:break-all;"> 

   … 

</td> 

 

Animated GIFs 

 Do not use animated gifs as these are not supported by Outlook. 

BR / HR 

 Avoid <br> and <hr> tags; use tables instead. 

1 x 1 pixel images 

 Don’t use 1x1 pixel images to control spacing as this may cause the e-mail to be classified as 

spam. 
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Chapter 5: Design & Development Methodology 

I recommend the following process for the e-mail template design and development: 

1. Mock up the email in Word 

The easiest tool to use to capture the business requirement is Microsoft Word, and so use this 

product to mock-up the e-mail for sign-off.  It should be understood that the final result will not be 

exactly the same as the mock up on all e-mail clients and devices. 
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2. Design the email in rows and columns 

Since control over spacing for HTML e-mails is achieved using tables, then the entire e-mail should 

be designed in a tabular format.  This then shows where content should be spread across multiple 

columns, and where template fragments should be defined.  I recommend using Excel for this stage 

of the design, which can be given to a developer. 

 

The first technical design task is to assign variable names for the dynamic text content, denoted by 

&…& in Floe.   Discrete HTML blocks can also be assigned names, denoted by #...# in Floe. 
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3. Build the basic HTML template 

The HTML template can be built using nested tables quite quickly based on your Excel design.  Add 

inline styling as described in the previous chapter.    
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4. Convert the HTML template to fragments, and add to Floe 

When a single fragment is used for the entire e-mail template, simply upload it into a single HTML 

block in Floe. 

Where multiple fragments are required, copy and paste the fragments from the HTML editor into 

multiple HTML blocks. 

For complex templates it is better to format the text to remove indentation and to minimise 

wrapping within tags. 

Once the template fragments are set up, use the Floe test tool to test that the e-mail renders 

correctly in preview mode.  All further testing should now be conducted using the Floe test tool. 

 

 

5. Build nested fragments 

Where the same piece of HTML code is repeated in a fragment / fragments, it can be split out into a 

separate fragment and then nested at the various points required.  In some situations, entire header 

fragments can be common to multiple e-mail templates, and designed so that they can be re-used 

in entirety.  In other scenarios, smaller blocks, such as logos can be managed as a separate HTML 

block. (See #ARCH_LOGO# in the example below.) 
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<tr> 

 <td style="width:100%;"> 

  <p style="width: 100%; color: rgb(84, 84, 84); font-family: Segoe 

UI, Verdana, Helvetica, Arial, sans-serif; font-size: 16px;">Kind 

regards,</p> 

  <p style="width: 100%; color: rgb(84, 84, 84); font-family: Segoe 

UI, Verdana, Helvetica, Arial, sans-serif; font-size: 16px;"><strong>HR 

Admin</strong></p> 

  <p style="width: 100%; color: rgb(84, 84, 84); font-family: Segoe 

UI, Verdana, Helvetica, Arial, sans-serif; font-size: 16px;">#ARCH_LOGO#</p> 

 </td> 

</tr> 

 

The content of #ARCH_LOGO# is: 

 

<img width="50" height="50" style="margin-bottom: 5px;" alt="Arch Logo" 

 src="http://www.mywebsite/images/logo.jpg"> 

 

6. Conversion to variables 

You can optionally set up variables for repeated styling, such as the ‘font-family’ in the example in 

[5.] above, and then refer to the variable instead on each line, in order to make any styling changes 

in a single place. 

 

<tr> 

 <td style="width:100%;"> 

  <p &PSTYLE&>Kind regards,</p> 

  <p &PSTYLE&><strong>HR Admin</strong></p> 

  <p &PSTYLE&>#ARCH_LOGO#</p> 

 </td> 

</tr> 

 

 

The content of the variable &PSTYLE& is: 

 

style="width: 100%; color: rgb(84, 84, 84); font-family: Segoe UI, Verdana, 

Helvetica, Arial, sans-serif; font-size: 16px;" 

 

 

This is a text string, not a discrete HTML block, so it is stored as a variable.  However, for this 

particular purpose an HTML block could be used in place of a variable: Variables should be used 

when the content is going to be set or changed dynamically. 

Here you can see that the HTML is much easier to read once the style has been changed to a 

variable and the logo moved to a separate fragment. 
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7. Add images 

Where images are used within the e-mail there are two options:  

i) Save the image on a public-facing web-server, and reference within the HTML image tag. 

ii) Save the image on the SAP server and embed the image within the e-mail.  This makes the e-

mail larger, and so in general option i) is the best option. 

8. Add data in user-exit or calling program 

For testing purposes, the defined variables should be assigned realistic values, and a quick way to 

achieve this is to add some hard-coded values in the Floe data user-exit, such that the Floe testing 

tool will substitute the data into the e-mail template.   This coding will be replaced, and ultimately 

the variables may be assigned in the Floe trigger program instead of the data user-exit. 

The data user-exit is the place to handle any data transformations such as converting currencies to 

symbols, managing quantities and dates etc.   

9. Add client & browser-specific logic 

Now perform testing in a range of e-mail clients to check on the spacing, positioning and styling of 

the e-mail content.  Add client-specific logic and styles for smaller screens as described in the 

previous chapter.  

   

            <style type="text/css"> 

   ul{ -webkit-margin-before:0em;  

   }  

   @media only screen and (max-width: 480px){ 

  

   .main{ width:95% !important; font-size:14px !important;

             }  

 

                  body{ margin-left:2px !important;     

                  } 

 

   #tableId{ padding-right:25px !important;  

   } 

 

   } 

   a.archLink{ font-family:Segoe UI; color:#4F81BD;  

   }   

  </style> 

 

Settings for smaller screens 
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 <body bgcolor="#FFFFFF" style="width:100%;"> 

   

  <!--[if (mso)|(IE)]> 

  <table class="main" style="position: relative; bottom: 30px; 

width:90%; " border="0" cellspacing="0" cellpadding="10" align="center"> 

  <!--<![endif]--> 

  <!--[if (!mso)&(!IE)]><!--> 

  <table class="main" style="position: relative; bottom: 30px; 

width:90%; " border="0" cellspacing="0" cellpadding="0" align="center"> 

  <!--<![endif]--> 

 

   <tbody> 

 

Dynamic logic for Outlook padding 

10. Add attachments in user-exit 

Attachments can be added in the Floe trigger program or in the Floe user-exit. If attachments are to 

be added then the testing should include this, albeit as a separate integration test, after the e-mail 

design testing is complete. 

11. Client testing and optimisation 

Once the complete e-mail is displaying correctly in the preview mode, then testing should be 

conducted on different e-mail clients, and then any adjustments made to the HTML directly in the 

Floe configuration.    

At the very least, testing should be conducted using Microsoft Outlook (latest version) and a small-

screen device such as an iPhone.  Ideally many more devices/clients should be included. 
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About The Author 

Chris Scott has been building SAP-based solutions since 1994, firstly with 

Andersen Consulting and then with Arch after founding the company in 1996. 

Chris has extensive experience of working with organisations across a wide range 

of industries, bringing together his deep functional and technical knowledge of 

SAP’s business suite and Arch’s solutions. Within Arch, Chris has designed and managed many 

different functions including sales, marketing, accounting, operations and business solutions. His 

focus is building great teams, great processes and great customer solutions. 

 

More Information 

View Floe demonstration 

Download the Floe Solution Brief 

Visit www.floe.com for more information about Floe. 

 

About Arch 

 

Arch is a market-leading provider of SAP usability software. Founded in 1996, it develops software 

that brings together the power of SAP with the simplicity of user-friendly interfaces such as SAP 

Fiori®, PDF and HTML.  

Arch has been recognized by Gartner as a “Cool Vendor” in the SAP ecosystem. 

It has partnered with SAP and Adobe, and works closely with SAP to deliver 

outstanding products to complement the standard SAP tools.   

Arch is currently supporting customers in EMEA, North America and the Middle 

East, and projects are supported worldwide through our partner network. 

Find more information at www.arch-global.com. 

http://www.arch-global.com/products/floe/floe-demonstration/
http://www.arch-global.com/products/adp-solution-brief/
http://www.floe.com/
http://www.arch-global.com/
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